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## Straightforward solution:

## Two nested for loops

..but takes $>\mathbf{1}$ day to run...

## Faster solution:

```
np.concatenate([
    np.convolve(
        (seq == "C")[:-1] & (seq == "G")[1:],
        np.ones(window_size),
        "valid"),
    [0]])
```
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def $\operatorname{dot}(x, y)$ :
total $=0$
for i in range(len(x)):
total += x[i] * y[i]
return total



total $=0$
for i in range(len(mul(x, y))):
total += mul(x, y)[i]
return total

## COMPONENT-BASED REFACTORING

1. Motivating example
2. Naïve approach
3. Our approach

## COMPONENT-BASED REFACTORING

1. Motivating example
2. Naïve approach
3. Our approach

total $=0$
for i in range(len(mul(x, y))):
total += mul(x, y)[i]
return total

## len(mul( $x, y)$ ) $\operatorname{mul}(x, y)[i]$

# CANONICALIZATION 

## $\operatorname{len}(\operatorname{mul}(x, y)) \quad \operatorname{len}(x)$

$$
\operatorname{mul}(x, y)[i] \quad x[i] * y[i]
$$


total $=0$
for i in range(len(x)):
total += $x[i] * y[i]$
return total

$$
\begin{aligned}
& \operatorname{def} \operatorname{dot}(x, y): \\
& \text { total }=0 \\
& \text { for i in range }(\operatorname{len}(x)) \text { : } \\
& \text { total += } x[i] * y[i] \\
& \text { return total }
\end{aligned}
$$

\cmonécilice
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## we can check <br> extensional equality


-by -
syntactic equality modulo
canonicalization
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$$
2 \begin{array}{lllllllllllllllll}
2 & 1 & 1 & 0 & 0 & 0 & 1 & 1 & 1 & 2 & 1 & 1 & 1 & 0 & 0 & 0 & 0
\end{array}
$$

## Straightforward solution:

## Two nested for loops

Faster solution:

```
np.concatenate([
    np.convolve(
        (seq == "C")[:-1] & (seq == "G")[1:],
        np.ones(window_size),
        "valid"),
    [0]])
```
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